**Array methods**

Arrays provide a lot of methods. To make things easier, in this chapter they are split into groups.

**[Add/remove items](https://javascript.info/array-methods" \l "add-remove-items)**

We already know methods that add and remove items from the beginning or the end:

* arr.push(...items) – adds items to the end,
* arr.pop() – extracts an item from the end,
* arr.shift() – extracts an item from the beginning,
* arr.unshift(...items) – adds items to the beginning.

Here are few others.

**[splice](https://javascript.info/array-methods" \l "splice)**

How to delete an element from the array?

The arrays are objects, so we can try to use delete:

let arr = ["I", "go", "home"];

delete arr[1]; // remove "go"

alert( arr[1] ); // undefined

// now arr = ["I", , "home"];

alert( arr.length ); // 3

The element was removed, but the array still has 3 elements, we can see that arr.length == 3.

That’s natural, because delete obj.key removes a value by the key. It’s all it does. Fine for objects. But for arrays we usually want the rest of elements to shift and occupy the freed place. We expect to have a shorter array now.

So, special methods should be used.

The [arr.splice(str)](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/splice) method is a swiss army knife for arrays. It can do everything: insert, remove and replace elements.

The syntax is:

arr.splice(index[, deleteCount, elem1, ..., elemN])

It starts from the position index: removes deleteCount elements and then inserts elem1, ..., elemN at their place. Returns the array of removed elements.

This method is easy to grasp by examples.

Let’s start with the deletion:

let arr = ["I", "study", "JavaScript"];

arr.splice(1, 1); // from index 1 remove 1 element

alert( arr ); // ["I", "JavaScript"]

Easy, right? Starting from the index 1 it removed 1 element.

In the next example we remove 3 elements and replace them with the other two:

let arr = ["I", "study", "JavaScript", "right", "now"];

// remove 3 first elements and replace them with another

arr.splice(0, 3, "Let's", "dance");

alert( arr ) // now ["Let's", "dance", "right", "now"]

Here we can see that splice returns the array of removed elements:

let arr = ["I", "study", "JavaScript", "right", "now"];

// remove 2 first elements

let removed = arr.splice(0, 2);

alert( removed ); // "I", "study" <-- array of removed elements

The splice method is also able to insert the elements without any removals. For that we need to set deleteCount to 0:

let arr = ["I", "study", "JavaScript"];

// from index 2

// delete 0

// then insert "complex" and "language"

arr.splice(2, 0, "complex", "language");

alert( arr ); // "I", "study", "complex", "language", "JavaScript"

**Negative indexes allowed**

Here and in other array methods, negative indexes are allowed. They specify the position from the end of the array, like here:

let arr = [1, 2, 5];

// from index -1 (one step from the end)

// delete 0 elements,

// then insert 3 and 4

arr.splice(-1, 0, 3, 4);

alert( arr ); // 1,2,3,4,5

**[slice](https://javascript.info/array-methods" \l "slice)**

The method [arr.slice](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/slice) is much simpler than similar-looking arr.splice.

The syntax is:

arr.slice(start, end)

It returns a new array containing all items from index "start" to "end" (not including "end"). Both startand end can be negative, in that case position from array end is assumed.

It works like str.slice, but makes subarrays instead of substrings.

For instance:

let str = "test";

let arr = ["t", "e", "s", "t"];

alert( str.slice(1, 3) ); // es

alert( arr.slice(1, 3) ); // e,s

alert( str.slice(-2) ); // st

alert( arr.slice(-2) ); // s,t

**[concat](https://javascript.info/array-methods" \l "concat)**

The method [arr.concat](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/concat) joins the array with other arrays and/or items.

The syntax is:

arr.concat(arg1, arg2...)

It accepts any number of arguments – either arrays or values.

The result is a new array containing items from arr, then arg1, arg2 etc.

If an argument is an array or has Symbol.isConcatSpreadable property, then all its elements are copied. Otherwise, the argument itself is copied.

For instance:

let arr = [1, 2];

// merge arr with [3,4]

alert( arr.concat([3, 4])); // 1,2,3,4

// merge arr with [3,4] and [5,6]

alert( arr.concat([3, 4], [5, 6])); // 1,2,3,4,5,6

// merge arr with [3,4], then add values 5 and 6

alert( arr.concat([3, 4], 5, 6)); // 1,2,3,4,5,6

Normally, it only copies elements from arrays (“spreads” them). Other objects, even if they look like arrays, added as a whole:

let arr = [1, 2];

let arrayLike = {

0: "something",

length: 1

};

alert( arr.concat(arrayLike) ); // 1,2,[object Object]

//[1, 2, arrayLike]

…But if an array-like object has Symbol.isConcatSpreadable property, then its elements are added instead:

let arr = [1, 2];

let arrayLike = {

0: "something",

1: "else",

[Symbol.isConcatSpreadable]: true,

length: 2

};

alert( arr.concat(arrayLike) ); // 1,2,something,else

**[Iterate: forEach](https://javascript.info/array-methods" \l "iterate-foreach)**

The [arr.forEach](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/forEach) method allows to run a function for every element of the array.

The syntax:

arr.forEach(function(item, index, array) {

// ... do something with item

});

For instance, this shows each element of the array:

// for each element call alert

["Bilbo", "Gandalf", "Nazgul"].forEach(alert);

And this code is more elaborate about their positions in the target array:

["Bilbo", "Gandalf", "Nazgul"].forEach((item, index, array) => {

alert(`${item} is at index ${index} in ${array}`);

});

The result of the function (if it returns any) is thrown away and ignored.

**[Searching in array](https://javascript.info/array-methods" \l "searching-in-array)**

These are methods to search for something in an array.

**[indexOf/lastIndexOf and includes](https://javascript.info/array-methods" \l "indexof-lastindexof-and-includes)**

The methods [arr.indexOf](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/indexOf), [arr.lastIndexOf](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/lastIndexOf) and [arr.includes](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/includes) have the same syntax and do essentially the same as their string counterparts, but operate on items instead of characters:

* arr.indexOf(item, from) looks for item starting from index from, and returns the index where it was found, otherwise -1.
* arr.lastIndexOf(item, from) – same, but looks for from right to left.
* arr.includes(item, from) – looks for item starting from index from, returns true if found.

For instance:

let arr = [1, 0, false];

alert( arr.indexOf(0) ); // 1

alert( arr.indexOf(false) ); // 2

alert( arr.indexOf(null) ); // -1

alert( arr.includes(1) ); // true

Note that the methods use === comparison. So, if we look for false, it finds exactly false and not the zero.

If we want to check for inclusion, and don’t want to know the exact index, then arr.includes is preferred.

Also, a very minor difference of includes is that it correctly handles NaN, unlike indexOf/lastIndexOf:

const arr = [NaN];

alert( arr.indexOf(NaN) ); // -1 (should be 0, but === equality doesn't work for NaN)

alert( arr.includes(NaN) );// true (correct)

**[find and findIndex](https://javascript.info/array-methods" \l "find-and-findindex)**

Imagine we have an array of objects. How do we find an object with the specific condition?

Here the [arr.find](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/find) method comes in handy.

The syntax is:

let result = arr.find(function(item, index, array) {

// if true is returned, item is returned and iteration is stopped

// for falsy scenario returns undefined

});

The function is called repetitively for each element of the array:

* item is the element.
* index is its index.
* array is the array itself.

If it returns true, the search is stopped, the item is returned. If nothing found, undefined is returned.

For example, we have an array of users, each with the fields id and name. Let’s find the one with id == 1:

let users = [

{id: 1, name: "John"},

{id: 2, name: "Pete"},

{id: 3, name: "Mary"}

];

let user = users.find(item => item.id == 1);

alert(user.name); // John

In real life arrays of objects is a common thing, so the find method is very useful.

Note that in the example we provide to find the function item => item.id == 1 with one argument. Other arguments of this function are rarely used.

The [arr.findIndex](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/findIndex) method is essentially the same, but it returns the index where the element was found instead of the element itself and -1 is returned when nothing is found.

**[filter](https://javascript.info/array-methods" \l "filter)**

The find method looks for a single (first) element that makes the function return true.

If there may be many, we can use [arr.filter(fn)](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/filter).

The syntax is similar to find, but filter continues to iterate for all array elements even if true is already returned:

let results = arr.filter(function(item, index, array) {

// if true item is pushed to results and iteration continues

// returns empty array for complete falsy scenario

});

For instance:

let users = [

{id: 1, name: "John"},

{id: 2, name: "Pete"},

{id: 3, name: "Mary"}

];

// returns array of the first two users

let someUsers = users.filter(item => item.id < 3);

alert(someUsers.length); // 2

**[Transform an array](https://javascript.info/array-methods" \l "transform-an-array)**

This section is about the methods transforming or reordering the array.

**[map](https://javascript.info/array-methods" \l "map)**

The [arr.map](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/map) method is one of the most useful and often used.

The syntax is:

let result = arr.map(function(item, index, array) {

// returns the new value instead of item

})

It calls the function for each element of the array and returns the array of results.

For instance, here we transform each element into its length:

let lengths = ["Bilbo", "Gandalf", "Nazgul"].map(item => item.length);

alert(lengths); // 5,7,6

**[sort(fn)](https://javascript.info/array-methods" \l "sort-fn)**

The method [arr.sort](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/sort) sorts the array *in place*.

For instance:

let arr = [ 1, 2, 15 ];

// the method reorders the content of arr (and returns it)

arr.sort();

alert( arr ); // 1, 15, 2

Did you notice anything strange in the outcome?

The order became 1, 15, 2. Incorrect. But why?

**The items are sorted as strings by default.**

Literally, all elements are converted to strings and then compared. So, the lexicographic ordering is applied and indeed "2" > "15".

To use our own sorting order, we need to supply a function of two arguments as the argument of arr.sort().

The function should work like this:

function compare(a, b) {

if (a > b) return 1;

if (a == b) return 0;

if (a < b) return -1;

}

For instance:

function compareNumeric(a, b) {

if (a > b) return 1;

if (a == b) return 0;

if (a < b) return -1;

}

let arr = [ 1, 2, 15 ];

arr.sort(compareNumeric);

alert(arr); // 1, 2, 15

Now it works as intended.

Let’s step aside and think what’s happening. The arr can be array of anything, right? It may contain numbers or strings or html elements or whatever. We have a set of *something*. To sort it, we need an *ordering function* that knows how to compare its elements. The default is a string order.

The arr.sort(fn) method has a built-in implementation of sorting algorithm. We don’t need to care how it exactly works (an optimized [quicksort](https://en.wikipedia.org/wiki/Quicksort) most of the time). It will walk the array, compare its elements using the provided function and reorder them, all we need is to provide the fn which does the comparison.

By the way, if we ever want to know which elements are compared – nothing prevents from alerting them:

[1, -2, 15, 2, 0, 8].sort(function(a, b) {

alert( a + " <> " + b );

});

The algorithm may compare an element multiple times in the process, but it tries to make as few comparisons as possible.

**A comparison function may return any number**

Actually, a comparison function is only required to return a positive number to say “greater” and a negative number to say “less”.

That allows to write shorter functions:

let arr = [ 1, 2, 15 ];

arr.sort(function(a, b) { return a - b; });

alert(arr); // 1, 2, 15

**Arrow functions for the best**

Remember [arrow functions](https://javascript.info/function-expressions-arrows#arrow-functions)? We can use them here for neater sorting:

arr.sort( (a, b) => a - b );

This works exactly the same as the other, longer, version above.

**[reverse](https://javascript.info/array-methods" \l "reverse)**

The method [arr.reverse](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/reverse) reverses the order of elements in arr.

For instance:

let arr = [1, 2, 3, 4, 5];

arr.reverse();

alert( arr ); // 5,4,3,2,1

It also returns the array arr after the reversal.

**[split and join](https://javascript.info/array-methods" \l "split-and-join)**

Here’s the situation from the real life. We are writing a messaging app, and the person enters the comma-delimited list of receivers: John, Pete, Mary. But for us an array of names would be much more comfortable than a single string. How to get it?

The [str.split(delim)](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/String/split) method does exactly that. It splits the string into an array by the given delimiter delim.

In the example below, we split by a comma followed by space:

let names = 'Bilbo, Gandalf, Nazgul';

let arr = names.split(', ');

for (let name of arr) {

alert( `A message to ${name}.` ); // A message to Bilbo (and other names)

}

The split method has an optional second numeric argument – a limit on the array length. If it is provided, then the extra elements are ignored. In practice it is rarely used though:

let arr = 'Bilbo, Gandalf, Nazgul, Saruman'.split(', ', 2);

alert(arr); // Bilbo, Gandalf

**Split into letters**

The call to split(s) with an empty s would split the string into an array of letters:

let str = "test";

alert( str.split('') ); // t,e,s,t

The call [arr.join(separator)](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/join) does the reverse to split. It creates a string of arr items glued by separatorbetween them.

For instance:

let arr = ['Bilbo', 'Gandalf', 'Nazgul'];

let str = arr.join(';');

alert( str ); // Bilbo;Gandalf;Nazgul

**[reduce/reduceRight](https://javascript.info/array-methods" \l "reduce-reduceright)**

When we need to iterate over an array – we can use forEach, for or for..of.

When we need to iterate and return the data for each element – we can use map.

The methods [arr.reduce](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/reduce) and [arr.reduceRight](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/reduceRight) also belong to that breed, but are a little bit more intricate. They are used to calculate a single value based on the array.

The syntax is:

let value = arr.reduce(function(previousValue, item, index, array) {

// ...

}, initial);

The function is applied to the elements. You may notice the familiar arguments, starting from the 2nd:

* item – is the current array item.
* index – is its position.
* array – is the array.

So far, like forEach/map. But there’s one more argument:

* previousValue – is the result of the previous function call, initial for the first call.

The easiest way to grasp that is by example.

Here we get a sum of array in one line:

let arr = [1, 2, 3, 4, 5];

let result = arr.reduce((sum, current) => sum + current, 0);

alert(result); // 15

Here we used the most common variant of reduce which uses only 2 arguments.

Let’s see the details of what’s going on.

1. On the first run, sum is the initial value (the last argument of reduce), equals 0, and current is the first array element, equals 1. So the result is 1.
2. On the second run, sum = 1, we add the second array element (2) to it and return.
3. On the 3rd run, sum = 3 and we add one more element to it, and so on…

The calculation flow:

![https://javascript.info/article/array-methods/reduce.png](data:image/png;base64,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)

Or in the form of a table, where each row represents a function call on the next array element:

|  | **sum** | **current** | **result** |
| --- | --- | --- | --- |
| the first call | 0 | 1 | 1 |
| the second call | 1 | 2 | 3 |
| the third call | 3 | 3 | 6 |
| the fourth call | 6 | 4 | 10 |
| the fifth call | 10 | 5 | 15 |

As we can see, the result of the previous call becomes the first argument of the next one.

We also can omit the initial value:

let arr = [1, 2, 3, 4, 5];

// removed initial value from reduce (no 0)

let result = arr.reduce((sum, current) => sum + current);

alert( result ); // 15

The result is the same. That’s because if there’s no initial, then reduce takes the first element of the array as the initial value and starts the iteration from the 2nd element.

The calculation table is the same as above, minus the first row.

But such use requires an extreme care. If the array is empty, then reduce call without initial value gives an error.

Here’s an example:

let arr = [];

// Error: Reduce of empty array with no initial value

// if the initial value existed, reduce would return it for the empty arr.

arr.reduce((sum, current) => sum + current);

So it’s advised to always specify the initial value.

The method [arr.reduceRight](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/reduceRight) does the same, but goes from right to left.

**[Array.isArray](https://javascript.info/array-methods" \l "array-isarray)**

Arrays do not form a separate language type. They are based on objects.

So typeof does not help to distinguish a plain object from an array:

alert(typeof {}); // object

alert(typeof []); // same

…But arrays are used so often that there’s a special method for that: [Array.isArray(value)](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/isArray). It returns true if the value is an array, and false otherwise.

alert(Array.isArray({})); // false

alert(Array.isArray([])); // true

**[Most methods support “thisArg”](https://javascript.info/array-methods" \l "most-methods-support-thisarg)**

Almost all array methods that call functions – like find, filter, map, with a notable exception of sort, accept an optional additional parameter thisArg.

That parameter is not explained in the sections above, because it’s rarely used. But for completeness we have to cover it.

Here’s the full syntax of these methods:

arr.find(func, thisArg);

arr.filter(func, thisArg);

arr.map(func, thisArg);

// ...

// thisArg is the optional last argument

The value of thisArg parameter becomes this for func.

For instance, here we use an object method as a filter and thisArg comes in handy:

let user = {

age: 18,

younger(otherUser) {

return otherUser.age < this.age;

}

};

let users = [

{age: 12},

{age: 16},

{age: 32}

];

// find all users younger than user

let youngerUsers = users.filter(user.younger, user);

alert(youngerUsers.length); // 2

In the call above, we use user.younger as a filter and also provide user as the context for it. If we didn’t provide the context, users.filter(user.younger) would call user.younger as a standalone function, with this=undefined. That would mean an instant error.

**[Summary](https://javascript.info/array-methods" \l "summary)**

A cheatsheet of array methods:

* To add/remove elements:
  + push(...items) – adds items to the end,
  + pop() – extracts an item from the end,
  + shift() – extracts an item from the beginning,
  + unshift(...items) – adds items to the beginning.
  + splice(pos, deleteCount, ...items) – at index pos delete deleteCount elements and insert items.
  + slice(start, end) – creates a new array, copies elements from position start till end (not inclusive) into it.
  + concat(...items) – returns a new array: copies all members of the current one and adds items to it. If any of items is an array, then its elements are taken.
* To search among elements:
  + indexOf/lastIndexOf(item, pos) – look for item starting from position pos, return the index or -1if not found.
  + includes(value) – returns true if the array has value, otherwise false.
  + find/filter(func) – filter elements through the function, return first/all values that make it return true.
  + findIndex is like find, but returns the index instead of a value.
* To iterate over elements:
  + forEach(func) – calls func for every element, does not return anything.
* To transform the array:
  + map(func) – creates a new array from results of calling func for every element.
  + sort(func) – sorts the array in-place, then returns it.
  + reverse() – reverses the array in-place, then returns it.
  + split/join – convert a string to array and back.
  + reduce(func, initial) – calculate a single value over the array by calling func for each element and passing an intermediate result between the calls.
* Additionally:
  + Array.isArray(arr) checks arr for being an array.

Please note that methods sort, reverse and splice modify the array itself.

These methods are the most used ones, they cover 99% of use cases. But there are few others:

* [arr.some(fn)](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/some)/[arr.every(fn)](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/every) checks the array.

The function fn is called on each element of the array similar to map. If any/all results are true, returns true, otherwise false.

* [arr.fill(value, start, end)](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/fill) – fills the array with repeating value from index start to end.
* [arr.copyWithin(target, start, end)](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/copyWithin) – copies its elements from position start till position end into *itself*, at position target (overwrites existing).

For the full list, see the [manual](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array).

From the first sight it may seem that there are so many methods, quite difficult to remember. But actually that’s much easier than it seems.

Look through the cheatsheet just to be aware of them. Then solve the tasks of this chapter to practice, so that you have experience with array methods.

Afterwards whenever you need to do something with an array, and you don’t know how – come here, look at the cheatsheet and find the right method. Examples will help you to write it correctly. Soon you’ll automatically remember the methods, without specific efforts from your side.